Abstract—The task of developing Java-based applications for embedded systems can be greatly enhanced by providing developers access to Java's Core APIs such as java.lang and java.util. Oftentimes, platforms used in embedded systems are scaled back versions of the JVM. As a result, Core APIs must be migrated in order to be compatible with a particular platform. A significant portion of such migration centers around the removal of field, method, or constructor declarations.

This paper describes the challenges and techniques associated with the automated removal-based modification of Java source code. Driving this research is the need to migrate selected Java Core APIs to an embedded platform called the SCore processor. This migration is being performed using a tool called Monarch.
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1. Overview

Monarch is a Java source-code migration tool being developed at the University of Nebraska at Omaha to assist in migrating Java Core APIs to the SCore platform, a hardware implementation of the JVM [1] being designed at Sandia National Laboratories for use in embedded systems. The SCore is not a full-blown JVM and places various restrictions on the class files it can execute. For example, the SCore does not support floating point arithmetic. Therefore, the compilation of migrated code may not contain any floating point bytecodes (a more detailed discussion of the SCore is given in Section 2). In a nutshell, the central problem that Monarch must confront is how to produce a (migrated) code base suitable for execution on the SCore.

At this time, the primary code base targeted for migration is a set of Core APIs belonging to the Standard Edition (SE) of the Java Platform. Specifically, a subset of Java SE 6 update 18 consisting of compilation units drawn from java.io, java.lang, and java.util.

In its totality, Monarch migration is comprised of the following three stages.

a) Re-implementation Stage: This manual stage involves the re-implementation of “must have” functionality within the Core APIs in order to remove unwanted dependencies. Re-implemented code fragments are encoded as program transformations which can then be automatically applied (or replayed). Further discussion of re-implementation lies beyond the scope of this paper. In this paper, we assume we are working with a target code base for which the re-implementation stage associated with migration has been completed.

b) Preparation Stage: This manual stage involves an expansion of the target code base with the goal of obtaining a prepared code base whose properties satisfy the preconditions of Monarch’s static analysis system. Preparation is necessary to assure the correctness of static analysis. The specifics of the preparation stage also lie beyond the scope of this paper.

c) Removal Stage: This fully automated stage, which is the focus of this paper, consists of the application of program transformations expressed as conditional rewrite rules. These transformations remove field, methods and constructor declarations having dependencies on features not supported by the SCore platform. A novel feature of Monarch transformations is that they enable the conditional portions of rewrite rules to include nontrivial semantic properties (e.g., resolution of references and dependency analysis).

In this paper, the term resolution analysis is used to refer to static analysis whose purpose is to determine the relation between references to types and type members (e.g., fields, methods, and constructors) and their declarations. Resolution analysis is central to the removal stage of migration and our discussion assumes that the source-code analysis capabilities of Monarch can correctly perform resolution analysis [2] for target code bases that have been suitably prepared.

d) Contribution: This paper focuses on identifying and addressing correctness challenges arising from removal-based migration. The discussion and analysis takes into account features and properties of Java such as upcasting, shadowing, overriding, and overloading. Also included in the analysis are constraints imposed by the SCore.

e) Outline: The remainder of this paper is as follows. Section 2 gives an overview of the SCore platform. Section 3 describes resolution analysis. Section 4 justifies and articulates a migration policy governing the removal of type
members so that resolution analysis of the pre- and post-migration versions of the targeted code base is consistent. This consistency is sufficient to assure that the compilation of migrated code, by the Java compiler, is functionally correct and an informal argument is made to this effect. Section 5 takes an in-depth look at research activities having an intersection with the problem discussed in this paper, and Section 6 concludes.

2. Background: The Scalable Core Platform

The Scalable Core (SCore) platform [3], [4] is a hardware implementation of the JVM [1] being designed at Sandia National Laboratories for use in resource-constrained embedded applications.

2.1 Software Development

From the perspective of process, developing code for the SCore is essentially identical to developing code for the JVM. Programmers can develop and debug programs on a desktop using an IDE such as Eclipse or Netbeans. Standard tools such as unit testers can be used to validate aspects of the software. It is important to mention that at this stage of development, the application interacts with the original (i.e., un-migrated) Core APIs such as java.lang and java.util. After this initial stage, SCore development is moved to a simulation environment where the application interacts with the migrated Core APIs. See [5] for a detailed discussion of the simulation environment.

2.2 Interlude: The SCore Classloader

A SCore application is a Java program that is compiled using a standard Java compiler. Migrated Core APIs are also compiled in this fashion. The resulting class files are then processed, as shown in Figure 1, by a classloader-like converter called Interlude\(^1\) which combines all class files into a single significantly reduced file format called a ROM image. It is this ROM image that is executed by the SCore platform.

Interlude assumes the class files given to it are produced by trusted Java compilers. This assumption is an entailment of the development process for SCore applications which require all class files to be produced in-house from source code. Due to this assumption, general byte-code verification is unnecessary. However, Interlude does verify that the class files it processes satisfy a specific set of properties. Among other things, Interlude will fail to produce a ROM image upon encountering a symbolic reference to a non-existent field, method, constructor, type or package. The fact that Interlude performs these important checks is relied upon by Monarch (see Section 4.1).

\(^1\)Interlude is not the official name of the converter used by the SCore development team. It is a term introduced by the authors to more concisely reference the part of the SCore tool set that performs classfile conversion.

Fig. 1: An overview of SCore application development.

3. Core Analysis

The goal of the removal stage of Monarch migration is broadly stated as follows.

**Migration Policy 1:** From the targeted code base, remove all fields, methods, and constructors having direct or indirect dependencies on (1) features that are not supported by the SCore, or (2) external references.

The removal stage is fully automated, transformation-based, and constitutes the heart of Monarch migration. For the remainder of this paper, we will use the term migration when referring to the removal stage of Monarch migration.

It is important to know that, for assurance purposes (e.g., to facilitate manual code review and traceability of migration), Monarch operates exclusively on Java source code. In particular, Monarch does not extend its resolution analysis to class files or jar files.

3.1 Resolution Analysis

We define a reference as a source-code expression (i.e., valid Java syntax) referring to a declared element. A reference is the mechanism by which types, arrays, fields, methods, and constructors can be denoted within Java source code. Such denotations can be in relative terms, in indirect terms (also known as aliases), and in absolute terms (also known as canonical forms).

On a conceptual level, a reference can be modeled as a (dot-separated) sequence consisting of one or more atoms, where an atom is either (1) a simple identifier denoting a package, type, generic type parameter, or field, or (2) an array reference, a method signature, or a constructor signature. This understanding of references as sequences of atoms leads to an approach to resolution analysis that is incremental in nature and atom-based: Atom sequences are resolved one atom at a time from left to right. We write \(ref_{1..n}\) to denote a reference consisting of \(n\) atoms.

In this paper, the term resolution analysis is used to refer to static analysis whose purpose is to determine the relation \(R\) between element references and element declarations. We
use the term resolvent to refer to the result (i.e., the value) produced when resolution analysis is applied to a reference occurring in a given environment. Let \( ref \) denote a reference and let \( T \) denote a canonical name of the type in which \( ref \) occurs. We formally express the resolution of \( \langle T, ref \rangle \) as follows.

\[
\text{resolution}(T, ref) = \text{resolvent} \tag{1}
\]

Note that in this paper, a resolvent is considered to be the canonical name of a type, array, field, method, or constructor.

### 3.1.1 Local Variables and Generic Type Parameters

When viewed in its entirety, resolution analysis must encompass references to local variables as well as generic type parameters. Monarch performs such analysis during its migration. However, the goal of this paper is to create a source-code removal policy that will correctly remove declarations and all their corresponding references. Furthermore, the stated policy does not permit the isolated removal of local variables (e.g., from the bodies of methods) or generic type parameters. The only way local variables and generic type parameters could be removed during migration would be through the removal of their enclosing declarations (e.g., method declarations). It is precisely these enclosing declarations that define the scopes of local variables and generic type parameters. For this reason, it is without loss of generality that we can restrict our discussion of resolution analysis to environments \( (T) \) denoting types. In particular, we abstract away from our discussion the environments associated with methods and constructors.

### 3.2 Primary versus Secondary Resolvents

For the purposes of our analysis we will, when necessary, use the terms primary resolvent and secondary resolvent to make finer distinctions between resolvents. Such distinctions are relevant because the complexity of Java allows for the creation of code structures in which certain declarations are hidden (i.e., not visible) from the environment \( (T) \) in which the reference occurs. When they exist, we refer to such hidden declarations as secondary resolvents of the reference. Declarations that are not hidden are called primary resolvents.

The Java compiler performs resolution analysis to determine reference bindings. Monarch performs resolution analysis to perform dependency analysis used to determine which members of a type can be safely migrated, and which members must be removed.

A central concern is whether the migration process, when seen as a whole, creates conditions for the re-classification, by the Java compiler, of a secondary resolvent as the (new) primary resolvent for a given reference. If this shift occurs, then migration is not correctness preserving. It is the omission of declarations that gives rise to this threat. The omission of a declaration can occur in one of two ways.

1) **Pre-migration**: The consideration of code bases for which there is tacit omission of some declarations (e.g., targeting a subset of an API for migration). This situation is addressed during the preparation stage.

2) **Post-migration**: The explicit removal of declarations during migration.

### 3.3 Points-to Analysis

In theory, cases exist where resolution analysis is unable to precisely determine the primary resolvent of a reference. This particular problem is known as the points-to problem, and its static analysis is undecidable.

The undecidable nature of points-to analysis implies that an approximating analysis must be used to prevent errors associated with the potential re-classification of secondary resolvents. This approximation must be conservative with respect to correctness. From a technical standpoint, this means that cases can arise where Monarch may need to remove both primary and secondary resolvents in order to assure migration correctness. The drawback of such an aggressive removal policy is that it results in a (possibly unnecessary) reduction in the functionality that is migrated.

### 3.4 Unresolvable References

At the source code level, brute-force attempts to expand a target code base with the goal of obtaining a code base that is reference-closed are impractical. For example, a simple “hello world” program when executed via the command \texttt{java -verbose:class} demonstrates that this tiny program loads (e.g., has dependencies on) over 400 classes. Thus, when combined with the space limitations of the SCore, Monarch’s restriction to source-code level analysis gives rise to target code bases containing unresolvable references. We denote such resolvents by the constant <unresolved>.

When resolving \( (T, \text{ref}_{1..n}) \), if \( \text{ref}_{1..n} \) has a proper prefix that lies outside of the target code base \( C \), then \( (T, \text{ref}_{1..n}) \) is classified as an external reference.

\[
\text{externalReference}(C, (T, \text{ref}_{1..n})) \overset{\text{def}}{=} \exists i : 1 \leq i < n \land \text{resolution}(T, \text{ref}_{1..i}) = \text{resolvent} \land \text{resolvent} \notin C \tag{2}
\]

From the perspective of migration, if an element in \( C \) has a dependency on an external reference, the element must be removed during migration. Furthermore, for the purposes of dependency analysis, to conclude that a reference \( (T, \text{ref}_{1..n}) \) is <unresolved> it is sufficient to find a prefix \( \text{ref}_{1..i} \) that is an external reference.
4. Removal Analysis

This section identifies and articulates changes to the basic migration policy, stated in Section 3, with the goal of producing an amended migration policy that is both implementable and correctness preserving. The central challenge here is to articulate a policy governing removal in such a way that the relation \( R \) between references and their primary resolvents is preserved in the migrated code.

**Definition 1:** Let \( C \) denote a target code base containing no unresolved references (i.e., a compilable code base) and let \( C' \) denote the code base that results when \( C \) is migrated using Monarch. Let \( R_C \) and \( R_{C'} \) denote the relations between references and their resolvents that exist in the code bases \( C \) and \( C' \) respectively. In order to be correct, removal-based migration must satisfy the following property:

\[
migrationCorrect(C, C') \overset{def}{=} R_{C'} \subseteq R_C
\]  

(3)

It is worth noting that removing *more* (e.g., removing arbitrary elements) does not compromise correctness, provided this is done consistently and comprehensively. For example, the relation for an empty code base \( C' \) is \( R_{C'} = \emptyset \), and in this case \( migrationCorrect(C, C') \) will hold for all \( C \). This observation gives rise to an important secondary migration goal (whose discussion lies outside the scope of this paper). Namely, that migration should strive to maximize the amount of code migrated. This is after all, in part, what is being addressed in the re-implementation stage mentioned in Section 1.

**Policy Constraint 1:** In order to assure migration correctness, Monarch may remove arbitrary declarations during migration. However, such removal should be kept to a minimum.

4.1 Application Independence

A constraint that has been placed upon Monarch is that API migration be *application independent*. For example, let \( C \) denote a code base (e.g., a subset of the Java libraries) that has been targeted for migration, and let \( App \) denote an application code base that uses the functionality provided by \( C \). Even though the analysis of \( App \) may result in the migration of a larger portion of \( C \), Monarch may not broaden it static analysis to include \( App \). We refer to this constraint as *application independence*.

There are technical as well as security related reasons justifying the application independence of API migration. On the technical side, if Monarch migration was application dependent, then Monarch would need to be intimately integrated with all (future) application development for the SCore. From the perspective of security, if an application is proprietary, then the confidentiality policy of an organization may prohibit *externally developed* tools such as Monarch from accessing the application.

4.2 Shadowing

The following subsections examine the extent to which shadowing issues must be considered during migration.

4.2.1 Field Shadowing

In Java, it is possible for a subtype to (re)declare a field declared in its supertype. A re-declaration of a field \( x \) in a subtype \( T_2 \) (i.e., \( T_2.x \)) is said to *shadow* the declaration of the field \( x \) in its supertype \( T_1 \) (i.e., \( T_1.x \)). We also say the declaration \( T_1.x \) is *shadowed* by the declaration in \( T_2.x \), and that the declaration \( T_1.x \) is *shadowing* the declaration \( T_2.x \).

The semantics of field inheritance poses a threat to the correctness of field removal. For example, let \((T, ref)\) denote a reference whose resolvent denotes the field re-declaration. In this case, the corresponding field declaration in the supertype constitutes a secondary resolvent. Thus, if the field re-declaration is removed, then the secondary resolvent will be re-classified as the primary resolvent for \((T, ref)\). An example of this is shown in Figure 2.

**Policy Constraint 4:** In order to assure the correctness of migration, when removing the field declaration \( T.x \) it is also necessary to remove all field declarations shadowed by \( T.x \).

4.2.2 Method Shadowing

Method shadowing is a phenomenon that only occurs between a nested class and its enclosing class(es). All
references to shadowing methods must occur within the nested method where the shadowing method is declared.

Figure 3 gives an example of Java code in which the method declaration `p1.A.f()` is shadowed. This declaration is shadowed in the context of the class `InnerA`. In this case, the shadowing method declaration is `p1.A.InnerA.f()`.

Property 1: A target code base \(C\) satisfies the containment property if whenever a top-level class belongs to \(C\), all its internals (e.g., nested classes) also belong to \(C\).

The containment property is a natural property to assume for a targeted code base. Validating that a target code base satisfies this property is part of the preparation stage of migration (which lies outside the scope of this paper). We explicitly mention containment property here for the sake of completeness, but will tacitly assume this property for the remainder of the paper. As a result, secondary-resolvent issues surrounding method shadows do not extend into the application. Thus, Interlude’s checks are sufficient to assure that method shadowing poses no additional challenges to migration, and therefore no specific policy need be developed to handle method shadowing (other than requiring the target code base to adhere to the containment assumption).

Policy Constraint 5: In order to be suitable for migration, a target code base \(C\) must satisfy the containment assumption.

4.3 Method Overriding

Method overriding occurs when a type \(T_2\) declares a method \(m\) whose signature exactly matches that of a method declared in \(T_1\) where \(T_2 <: T_1\). In this case, we say the declaration \(T_2.m\) overrides \(T_1.m\).
Figure 4 shows a small class hierarchy in which method overriding occurs. In this case, `p1.B.f()` and `p1.B.g()` are overridden methods, and `p1.A.f()` and `p1.A.g()` are overriding methods.

**Policy Constraint 6:** When removing method `T.m` all methods overridden by `T.m` must also be removed.

### 4.3.1 Interfaces

It should be noted that the undecidability of pointsto analysis provides sufficient justification for adopting a migration policy that deletes methods whose declarations are overridden by methods utilizing features unsupported by the SCore. However, this removal policy also solves the problem of method implementation requirements imposed by interfaces. Specifically, if a class implements an interface, then the class must have declarations for all abstract methods declared in the interface. Removal of such an “interface method” from the class would result in a migrated code base that fails to compile.

### 4.4 Overloading

Method overloading occurs when methods have identical names but different signatures. A complete analysis of method overloading must take into account issues such as visibility, widening conversions, auto-boxing, and “closest fit” signature matching (which can get complex when a method signature contains multiple parameters).

From the perspective of migration, the case that must be considered is: “What happens if an application contains a reference to an overloaded method whose declaration resides in the original target code base, but whose declaration is removed as a result of migration?” In such a situation, secondary resolvents are possible. Furthermore, a particularly unfortunate form of overloading can arise involving parameters of type `java.lang.Object`. For example, Figure 5 reveals that the class `java.lang.StringBuilder` contains numerous overloaded declarations of its `append` method. Noteworthy is that (1) all declarations shown have the same arity, (2) the formal parameter of the first declaration is of type `java.lang.Object`, and (3) aside from a reference to the first declaration, a reference (in an application) to any other append declaration will have `append(Object obj)` as a secondary resolvent. The root cause of such secondary resolvents results not from overriding, but from how Java resolves references to overloaded methods.

For references occurring within the target code base, secondary resolvents arising from overloading pose no analysis problems. However, this is not the case for references to overloaded methods occurring within the application, since these are not subjected to analysis. Particularly unappealing is the idea of expanding the removal of a declaration like `append(float f)` to also include the removal of `append(Object obj)` in order to assure the correctness of reference resolution within an application. Fortunately, the properties of *Interlude* can be leveraged to avoid this situation. Specifically, *Interlude* will fail to compile class files containing symbolic references to non-existent methods.

**Policy Constraint 7:** Secondary resolvents resulting from references to overloaded methods/constructors impose no additional constraints on migration because *Interlude* will fail to produce a ROM image if it encounters a reference to a non-existent method or constructor.

### 4.5 Special Cases

In the following sections discuss removal cases requiring specialized analysis.

#### 4.5.1 Constructor Removal

*Monarch* migration exclusively consists of removal of fields, methods, and constructors – and anonymous types. Removal of named types is not supported since this has the potential to decimate a code base – an example of which will be discussed shortly. However, this restriction can pose a threat to the correctness of migration in the case when the constructors of a type are exhaustively removed. In particular, when encountering a class that does not explicitly contain a constructor, the Java compiler will automatically generate a no-argument default constructor for that class.

**Policy Constraint 8:** Migration may not exhaustively remove all explicitly declared constructors belonging to a type.

We encountered the problem of exhaustive constructor removal in practice. In particular, the core API targeted for migration to the SCore contains the class `java.lang.Throwable`. Every constructor of Throwable had a dependency on a native method called `fillInStackTrace`. This native method is not supported on the SCore platform. Thus, the constructors for the class `Throwable` needed to be either exhaustively removed or some subset needed to be re-implemented. Exhaustive removal of the `Throwable` constructors yielded unacceptable results since it mandated the (manual) removal of the
class Throwable. This lead to a cascading sequence of removals that decimated the migrated code base. Specifically, since Throwable is the supertype of all Exception and Error classes, and since the Exception and Error classes were part of the code base targeted for migration, the removal of Throwable would also require the removal of the Exception and Error classes as well as any of their subtypes.

In this case, the dependency problem was resolved during the re-implementation stage (see Section 1).

4.5.2 Initialization Blocks

A static initialization block is a mechanism that enables nontrivial initialization of static fields. Such an initialization capability is useful since class initialization methods (i.e., clinit) cannot be explicitly defined. In Java 1.1, anonymous classes were introduced and instance initialization blocks were introduced to compensate for the fact that constructors may not be defined for anonymous classes.

When a static initialization block is present in a class, it is implicitly associated with the class initialization method for that class. Similarly, all instance initialization blocks in a class are associated with all constructors for that class. This makes the removal of initialization blocks problematic. For example, removal of an instance initialization block implies removal of all constructors for the class. Therefore, Monarch classifies initialization blocks as “must have” functionality whose dependencies must be addressed in the manual re-implementation stage (see Section 1).

In practice, the use of instance initialization blocks is rare and the use of static initialization blocks is infrequent. In the Core API targeted for migration there are 7 static initialization blocks with average LOC = 6, and 0 instance initialization blocks.

Policy Constraint 9: The removal phase of migration classifies initialization blocks as “must have” functionality. Furthermore, Monarch will migrate all initialization blocks without performing dependency analysis. It is left to the re-implementation phase to assure that all initialization blocks are free from unwanted dependencies.

5. Related Work

Behavior-preserving refactoring [6] and removal-based migration both center around modifications to source code constrained by properties involving primary and secondary resolvers. Many standard refactorings involve either changing a declaration (e.g., renaming) or repositioning a declaration within a subtype hierarchy (e.g., extracting a superclass or converting a local variable to a field). For example, the rename method refactoring fully takes into account overriding and considers overloading issues to a limited extent. This is similar, but not identical to what is needed for Monarch migration. Noteworthy is that method renaming extends across the entire subtype hierarchy renaming method declarations in all sibling, cousin, and descendent classes. This is somewhat different from what is done in Monarch migration. Specifically, in order to maximize the number of declarations in the migrated code base, removal of a method only impacts ancestors (i.e., supertypes) of the class containing the method declaration flagged for removal and not its sibling, cousin, or descendent classes.

Refactoring has also been used to capture developers’ manual modifications of libraries with the intent of replaying the captured actions on client software that uses the modified libraries [7]. In this case, a separation is made between the evolution of an API and modifications to applications using the evolved API. The goal of replay is to bring application programs “up to date” with the evolving APIs they depend on. Henkel and Diwan have developed a semi-automated refactoring capture-and-replay tool called CatchUp! for this purpose. Such replay abilities are similar to those in Monarch which formulate re-implementations as replayable transformations.

Refactoring with type constraints has been used to remove deprecated code [8] and convert legacy code with unchecked downcasts into type-safe generic code [9]. In a similar vein, a tool called Rosemari [10] has been developed to upgrade legacy applications making them compliant with evolving frameworks such as JUnit. In this case, code migration is based on annotation refactorings. For example, JUnit version 3 requires that test cases and test suites adhere to certain naming conventions. In contrast, JUnit version 4 imposes no naming conventions, but does require test cases and test suites to be properly annotated.

Our work differs from refactoring-based work related to Java libraries in that we exclusively modify the libraries not the client software that uses the libraries. In addition, whereas others focus on preserving the API exposed by the libraries, we reduce the functionality of the libraries because of restrictions of the target platform. To the best of our knowledge this has not been done elsewhere. Even Oracle does not provide a migrated version of the standard libraries for use on their Java Card platform [11].

Rayside and Kontogiannis [12] discuss a process to extract Java library subsets for supporting embedded systems applications by removing unused components from the library. They have the capability to produce library subsets having certain properties: (1) a space optimized subset, (2) a partial space optimized subset, and (3) a space reduced subset. The production of a subset is application specific with the space optimized subset being the most aggressive. The space optimized subset is created by removing all fields and methods that are not referenced by a given application. This is slightly different than the migration goals we are pursuing in which we want to universally prohibit access to fields and
methods depending on features that are not supported by the target platform (i.e., the SCore). Furthermore, \textit{Interlude}, the class loader for the SCore \cite{13}, has similar removal capabilities to the space optimized subset produced by Rayside and Kontogiannis. In particular, when processing the class files for a given application the class loader for the SCore removes all methods (but not fields) that are not referenced.

6. Conclusion

This paper conducts an in-depth analysis of the impact that declaration removal can have on Java code bases. This analysis is performed in the context of an API migration effort whose goal is to produce Java source code suitable for execution on the SCore platform.

At this time, the primary code base targeted for migration is a set of Core APIs belonging to the Standard Edition (SE) of the Java Platform. Key constraints imposed on migration are: (1) API removal analysis may not make assumptions about (SCore) applications using the migrated API, and (2) SCore application starts on a desktop environment containing the un-migrated form of the target Core APIs and finishes on a simulation environment containing the migrated version of the Core APIs.

From our experiences we conclude that Core API migration is possible and can be automated to a significant extent. A beta-version of this policy has been implemented in a migration tool called \textit{Monarch}, capable of fully automatic removal-based migration. The policy is enforced by both the \textit{Monarch} migrator and the \textit{Interlude} classloader.
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