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Abstract—Online education has a long-standing tradition in academia, and yet online programming remains a relatively undeveloped area in the computing education literature. This is in sharp contrast with in-person programming courses, which have been a favorite subject of study in computing education. Research into teaching on-site programming is so extensive that numerous practices have emerged and are typically supported by instructional theory, empirical results or both. In this article we identify some of the commonly accepted practices for teaching programming in an on-site environment and survey the work that has been done for online programming. In doing so, we contrast the rigor of on-site programming research with the relative immaturity of educational practices for online programming. We identify research questions and future directions for online programming educators, with the goal of inspiring the same high-quality work that on-site programming research has produced.
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1. Introduction

The computing community has recently witnessed a rebirth of interest in online education. The immense popularity of Khan Academy and Code.org, and the collaboration between organizations like Coursera, edX, and Udacity and prestigious universities like MIT, Harvard, Stanford, and others have brought new energy to a long-standing educational approach. The attention from the academic community, for example in the creation of new conferences like ACM Learning@Scale, and the interest from the popular press have converged to produce diverse opportunities for reaching hundreds of thousands of students.

While the new possibilities have energized many educators in computing, lost in the enthusiasm is the acknowledgment that online education, often called distance education prior to 2000, has existed for decades. To provide just two examples of enduring online education journals, Distance Education was founded in 1980 and The American Journal of Distance Education was created in 1987. What the recent initiatives arguably contribute is large scale access to students, a new and highly interesting development in online education. There is also a much stronger focus on teaching programming in the latest round of online educational initiatives.

Despite an established body of research in online education, research in teaching programming online remains underdeveloped. Unlike traditional programming courses where scores of researchers have conducted numerous quantitative and qualitative studies of how best to teach students to program (for surveys, see [55], [49]), the research into teaching online programming rarely identifies replicable practices that are either theoretically motivated or supported by empirical study. The majority of published papers are experience reports, and such articles are difficult to adapt and generalize. This leaves educators working on teaching online programming today with little guidance in how to approach their work. However, unlike previous online education research, the stakes now are higher. Many schools are adopting programming courses into their offerings, often basing their content on existing online courses. The attention of the press may lead any mistakes to be widely reported, and momentum in reaching hundreds of thousands of interested students will not be easy to recapture.

In this article, we explore the space of traditional “on-site” or “in-person” strategies for teaching programming to understand how it is that educators have approached the problem, after which we outline research done specifically on online programming. By “online”, we mean a course in which a large portion of the activities and assessments are completed by students who are not on-site. In doing so we identify a number of gaps between the work in teaching on-site and online programming and provide suggestions for how to advance research in online programming in a more methodical and rigorous direction. Doing so will allow online educators to make more significant progress than previous researchers in order to capitalize on its momentum.

2. Teaching Programming

Teaching and learning programming has been researched widely during the past few decades to the point where standard educational approaches are forming from the numerous experiments. In this section, current educational practices that are used in teaching programming are discussed, with the goal of emphasizing the increasing maturity of the area. While a comprehensive survey is not possible here, a range of
practices is presented, selected for common acceptance and diverse representation. Although the practices are presented separately, many of them have been studied and applied together to form hybrid courses (see e.g. [50]).

2.1 Changing Interaction

Classrooms have been traditionally seen as large auditoriums filled with thousands of students. The most stereotypical understanding of this situation is the classroom with a lonely teacher talking to students who struggle to follow. In response, computing education researchers have identified numerous ways in which students can be more fully engaged in learning to program, either by increasing student to student interaction, student to instructor interaction, or student to content interaction [45], [1]. Many of the approaches use active learning, where students not only do, but think about what they are doing [7].

Peer instruction [42] was originally created to solve the passive classroom-issue in physics education [19]. In order to have better participation from students, they prepare for lectures beforehand by reading provided material. As students have already read the material, the lectures are devoted to the teacher discussing the content, and engaging the students with interactive questions from which both the teacher and students benefit. Although some studies suggest that quizzes in lectures are not efficient [43], the questions in peer instruction are done in multiple iterations where the students think both alone and collaboratively in groups. Peer instruction helps instructors adapt their class to address student misconceptions, increase student retention, and improve learning outcomes over traditional lectures [19], [56].

Another approach to tackling the passive classroom is to move to hands-on programming assignments as soon as possible [67]. Students benefit immensely if instruction is moved from large classes to smaller classrooms with integrated labs and hands-on activities [69], [10], [67]. Methodologies such as lab-centric instruction [15], [62], [63], [39] and studio-based instruction [13] provide ways in which this can be done; typically students work on tasks under guidance from instructors and peers that provide support for the students if needed.

2.2 Collaboration and Peer Support

In order to have multiple directions for input, peer reviews can be utilized given that the guidelines emphasize the learning objectives [4]. Peer evaluation is often used in studio-based classroom settings [31] and, in one context, the quality of students’ reviews have been found comparable to those provided by paid teaching assistants in computer science [29].

Work in laboratories can be done in pairs or in small groups [69] and organized to emphasize good programming practices such as the ones outlined by extreme programming [57]. The most typical extreme programming practice taken into introductory programming laboratories is pair programming, where pairs of students work together to create programs. As two students work on one assignment, the work is constantly being reviewed, and possible challenges can be discussed directly with the peer. In various studies, pair programming has been found to improve students’ performance and retention [47], [11].

Additional collaboration and peer support can be facilitated by recruiting students as teaching assistants and mentors. In peer-led team learning, students work in groups that are led by e.g. peers or undergraduate teaching assistants, who are typically trained and supervised by faculty [30], [32] and are also themselves learning during the process. Peer-led team learning reworks student interactions significantly, although it is evident that recruiting the correct people and providing them proper guidance is of the utmost importance. Peer-led team learning has been reported to increase student retention [58] as well as increase the amount of students that choose CS as a major [46]. In addition, the use of undergraduate teaching assistants has been reported to create a more enjoyable context [20] as well as to help students improve their teaching and mentoring skills [68].

2.3 Modeling Problem Solving

When students are learning to program, they benefit immensely if they have a model on how a programming problem should be solved. Some modeling can be done by process recordings [6] and by task design (see e.g. [65]), while for some, the use of a virtual classroom can be beneficial [8]. One suggestion is to utilize case studies [40], which consist of a problem and a narrative description on how solutions for the problems have been reached; case studies can be also seen as worked examples [14].

Lectures can be also used for worked examples [14], during which the teacher discusses a problem and works through it in a step-by-step fashion. Extensive empirical study has shown that novices greatly benefit from seeing worked examples in the early stages of learning [37], [44]. Worked examples are one approach for providing students a mental model, an explanation of the thought process that is needed to solve a problem. The need for a mental model is emphasized in teaching approaches that rely on cognitive apprenticeship, which is a theory on the process of how a more experienced person can teach a skill to a novice [16]. Cognitive apprenticeship has been adapted and discussed in the programming instruction-context (see e.g. [2], [14], [67]).

2.4 Engaging Content and Contextualization

Activity in classrooms can also be increased via the use of engaging content. As an example, in media computation [27], [24], students are introduced to computing using an interesting context; multimedia. The lectures often evolve around live-coding [3] examples, where the lecturer creates representations such as music or graphics. Media computing
has been reported to increase student retention across various tertiary education institutions [28].

The way the material and assignments are designed play a large role since they form the main media with which students spend their effective learning time. As no material fits all contexts, it is important that it is contextualized so that the students can relate to it (see e.g. [64]) and that it supports the incremental steps in learning to program.

2.5 Adaptive Teaching

Adjusting the difficulty level of a course to match the students’ ability level is important. Many authors suggest taking an incremental approach to building the material, which allows students to slowly build up their knowledge and skills (see e.g. [67]). This can be reflected both in the tasks that the students do, where assignments can be split into smaller parts that form subgoals, and also in the material, where one can e.g. emulate mini-languages by first only focusing on a small subset of a language [12].

Mini-languages typically have a small syntax and simple semantics, which makes starting programming easier. Mini-languages have been combined with visual programming environments [17]: the use of environments such as Scratch for teaching at-risk students has been noted to increase success in introductory programming courses [53].

3. Teaching Programming Online

As we have already noted, distance-education has a long history of study. At the same time, as our review illustrated, the study of teaching programming on-site has produced a variety of practices that are well supported both theoretically and empirically. In contrast, the study of online programming courses is still underdeveloped in the literature. As an example, performing a query¹ for articles on the ACM Digital Library related to teaching programming online using keywords "(programming OR cs1) AND (online OR distance) AND (teaching OR education)" returns 159 results, while the query "(programming OR cs1) AND (teaching OR education)" returns 1850 results.

Only a small part of the 159 articles contain somewhat relevant results, while still outlining mostly experience reports. Only a handful sought to identify underlying causes. Examples of the experience reports contain a description of how a consensus on online course structure was formed [52], what observations educators received from using specific platforms [51] and languages [60], and how the capabilities of web (i.e. no need for downloading software, dynamic sites) can be leveraged to bring more value to students [72] and to increase collaboration [34]. Some discussion on how to design and implement materials to support students learning to program exists as well, whether in an online environment or as a supplement to a more traditional course [22], [33].

Various studies have considered differences between students in local and online classrooms. While learning outcomes are often highly related to student motivation and reasons for participation as well as course outcomes, a meta-analysis on online learning that also included non-programming-related articles suggests that instructor-directed and collaborative instruction provides better results than independent study, and that the practice of providing quizzes does not seem to be more effective than assigning homework [43]. One should also remember that online participants are often adult students who cannot attend the traditional classroom environment due to work or family-related constraints [5], [38].

When switching to an online environment, researchers have also considered the broader implications to pedagogies for both programming and in general [8]. One author suggests that an online environment could enhance students’ skills such as collaborative problem solving and the capacity to integrate into new communities [8], and the same author considered the challenges of doing group work in synchronous online programming classes, developing a set of recommendations for instructors wishing to include group work in virtual classrooms [9].

3.1 MOOCs in Introductory Programming

MOOCs in programming are discussed as a separate subsection due to their inherent issue in scale and population. MOOCs in general are offered to anyone willing to participate, increasing the amount of students, and hence, creating additional challenges on making support resources available to participants. When comparing published research on MOOCs in introductory programming to the studies on teaching programming online, the amount of MOOC articles is – not surprisingly – lower. Searching for keywords "MOOC" and "programming" in ACM Digital Library produced 58 hits. Out of those articles, 14 include keywords "MOOC", "programming", "CS1", and only a few actually discuss MOOCs in introductory programming. Some of the articles discuss overall experiences in creating more advanced MOOCs (e.g. courses on software engineering) and mention introductory programming (see e.g. [18]), while some discuss possible challenges related to offering MOOCs to specific populations such as K-12 students (see e.g. [35]).

Only a few articles that describe the creation and evaluation of a MOOC in introductory programming exist. One article describes support mechanisms and activities used in a MOOC in programming that was directed to high-school students [65], while a follow-up article discussed how students recruited via the MOOC had fared in their CS studies when compared to other students [66]. While the former studies are somewhat constrained due to the low amount of participants, more recent studies have given insight on larger courses. Recently, a course that focuses on emphasizing human-human interaction in a programming MOOC [71] was

¹The queries reported in this section have been performed in April 2014.
published; the team discusses their platform in a separate article [59]. Another laudable MOOC-effort is the *Functional Programming Principles in Scala*-course, which was offered at Udacity [48].

To date, only one article has evaluated several MOOCs for teaching programming; the result from the evaluation was that MOOCs did not leverage the years of research into teaching programming [4].

### 3.2 Tools

Nearly any search for information about online programming will produce results about tools. Unfortunately, many of the resulting papers do not address online programming courses, instead focusing on online tools for traditional programming courses. This is not simply a side effect of poor searching techniques, as many of the articles contain the words “online” and/or “programming” in the title.

As an example, consider the top fifteen articles discussing tools returned in a search of the ACM Digital Library performed using the keywords “online programming.” Of these, eleven of them discussed systems designed to be used exclusively in on-site programming courses. The remaining four were only tangentially related to online programming courses. One was a proposal for a prototype-only massive multiplayer online role playing game, although the paper made no indication that the game had been fully implemented and deployed and did not suggest that the programming courses that used it would be for anything other than students physically present in a classroom [41]. Two described tools for “blended courses” in which the tool was the only online component [25], [54]. The fourth analyzed how various online assessment systems could be used for a MOOC and argued that the authors’ tool was superior in many ways to other assessment systems, although the tool had not been tested in a MOOC [61]. A common direction for recent work on tools is to produce online IDEs, which was also represented in the results of the query [25].

While the creation of tools that enable better student learning is important for both on-site and online programming situations, it appears that the majority of tools with the label online are in fact tools for teaching on-site programming. For more information on tools used in introductory programming, see [49].

### 3.3 Suggestions from the Literature

The reviewed literature for online programming in many cases contained suggestions and guidelines for creating courses that were not supported by rigorous study. This is a common situation for experience reports, which serve as guide into new directions for educators. However, when considering the work on online programming education the suggestions one finds seem obvious. For example, the recommendations in the online programming literature include:

- Learn to utilize the capabilities of web; make the most of videos, audio and interactive content to engage multiple sensors; identify appropriate tools [70], [72], [36], [60], [21].
- Foster regular interaction and collaboration among the students to help them stay engaged; if needed, use a LMS or some other tool to provide facilities for discussion [9], [70], [51], [21].
- Ask and provide feedback; feedback can be used to both support students in their learning and to improve the course content [21]; respond to student inquiries in a timely fashion [60].
- Design the learning tasks to be informative and make the content incremental; if possible, use a tool that provides runtime syntax and error checking [72], [65], [38], [9].

These recommendations, which are common sense for experienced educators, apply equally well to both online and on-site courses. More importantly, they provide a strong contrast with the recommendations for teaching on-site programming, which are based on theories about learning and/or have been empirically tested for validity. This is an indicator of the relative immaturity of the online programming literature.

### 4. Discussion of Unresolved issues

Experience reports often serve a good purpose, for example by demonstrating that an approach or idea has merit for further consideration. The next step to take is a more rigorous investigation of pedagogies, tools, and learning environments as well as learner perspectives, which seek to provide answers and information for adoption. In this paper, we turned to the extensie research on teaching programming in traditional contexts for direction. Its offering of teaching practices, derived from instructional theory and based on empirical study, provides useful goals for the less developed study of teaching programming online.

Teaching programming online is an area where experience reports still heavily predominate the literature, indicating that the research still remains in the early stages. Part of the reason may be that many educators have their first teaching experiences in a face-to-face environment. This makes it natural to replicate that experience when creating online courses, which requires using tools to produce the types of interaction seen in the on-site classroom. While approaching teaching programming online as a translation process from existing face-to-face experiences is natural, it may be also limited by personal experiences and things that we do not know [26]. Moving forward from replicating in-person experiences might help online programming classes to take advantage of the unique strengths of the online environment.

The evolution of online programming as a research area would involve investigating many of the questions that have been studied for on-site programming courses, including:
• How can interaction, whether student-student, student-instructor, or student-content, be improved?
• How can tools be used to improve interaction without unduly increasing cognitive load? Comparative studies are especially useful for this question.
• How does learning programming in an online environment affect student course outcomes in later courses and projects?
• How effective are various pedagogies, tools, and techniques? Here empirical studies that can be replicated are a necessity.
• What approaches can be shown to work in comparative studies, whether across student populations, institutions, or cultures?

Note that these points call for studies that evaluate the effectiveness of practices and their online counterparts. While previous studies have evaluated online learning at the course-level (see e.g. [38], [23]), practice-level studies will not only provide explanations for why one course delivery is better than another, it will provide directions for further improvement for diverse modes of delivery.

While investigating existing research questions is useful for the online context, there are some questions that are unique to online programming courses such as:

• What is the relationship between the scale of an online programming class and the amount and type of interaction found in that class?
• How do technological advances change the utility of the results in papers related to teaching programming online? What could be done to better withstand the influence of time and technological change?
• What impact does the audience for an online programming class have on the approaches used? Heterogeneous populations, particularly for massive online classes, complicate research studies.

Advancing the body of knowledge in this area requires both consideration of existing work as well as creative out-of-the-box thinking for the design of online programming classes. There is nothing wrong with finding motivation from the latest tools and technology, provided that the resulting classes. There is nothing wrong with finding motivation from of-the-box thinking for the design of online programming courses. In Proceedings of the 38th SIGCSE Technical Symposium on Computer Science Education, SIGCSE ’07, pages 91–95, New York, NY, USA, 2007. ACM.

While investigating existing research questions is useful for the online context, there are some questions that are unique to online programming courses such as:

• What is the relationship between the scale of an online programming class and the amount and type of interaction found in that class?
• How do technological advances change the utility of the results in papers related to teaching programming online? What could be done to better withstand the influence of time and technological change?
• What impact does the audience for an online programming class have on the approaches used? Heterogeneous populations, particularly for massive online classes, complicate research studies.

Advancing the body of knowledge in this area requires both consideration of existing work as well as creative out-of-the-box thinking for the design of online programming classes. There is nothing wrong with finding motivation from the latest tools and technology, provided that the resulting course activities produce the desired learning objectives. But a first step in reaching a learning objective is to define one, and this is an area where researchers in online programming have much left to do.
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